
从业 43 年的程序员直言：AI 不会取代程序员，软件开发的核心从
未改变
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【导读】：本文出自有着 43 年编程经验的资深开发者之手，他亲历了多轮“程序员将被取代”的技术浪

潮，从早期的 Fortran、COBOL，到 Visual Basic、无代码平台，再到如今的 LLM（大型语言模型）。

原作者通过回顾行业历史，剖析编程的本质，得出结论：AI 不会取代程序员，软件开发的未来仍掌握
在开发者手中，真正的核心竞争力在于将模糊的人类思维转化为精准计算思维的能力。

The Future of Software Development is Software Developers

开发者才是软件开发的未来

一、 历史循环："程序员将被取代"的预言从未成真

我当了整整 43 年的程序员，这段时间比电子可编程计算机整个历史的一半还要长。

在这几十年里，我见证了行业翻天覆地的变化，但也有些事情，几乎从未改变。

我亲身经历了好几轮技术革新，每一次在当时都被吹捧为"程序员的末日"。

像 Visual Basic 和 Delphi 这样的所见即所得、拖放式编辑器，本该让程序员彻底失业。

微软 Office 里的 Wizard 和 macro（宏）功能，也曾被认为会终结对程序员的需求。

可执行 UML（统一建模语言），同样被寄予了取代程序员的厚望。

无代码和低代码平台出现时，人们又一次宣称"再也不需要程序员了"。

而现在，我每天都能看到类似的论调：Large Language Models（LLM）将会让程序员彻底消失。

这种循环早已不是新鲜事。上世纪七八十年代，4GL（第四代编程语言）和 5GL（第五代编程语言）就
曾被捧为程序员的终结者。

在那之前，是 Fortran 和 COBOL 这样的 3GL（第三代编程语言）。

再往前，像 A-0 这样的编译器诞生时，人们以为那些靠在卡片上打孔、用二进制指令控制计算机的程序
员，很快就会被淘汰。

如果追溯到电子可编程计算机最早的保密起源，那还要更早。第一台计算机"巨
人"（COLOSSUS），需要通过物理重新布线才能编程。

或许当时为这台机器工作的工程师，会嘲笑那些研究首批存储程序计算机的人，觉得他们根本不是"真
正的程序员"。

但每一次，这些预言都被证明大错特错。最终的结果从来不是程序员减少，而是程序越来越多，程序员

也越来越多。这正是每年规模达 1.5 万亿美元的"杰文斯悖论"的典型例证。

如今，我们又一次站在了新一轮循环的起点上。
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二、 今时不同：LLM 与过往技术的本质差异

"但这次不一样，杰森！"

没错，确实不一样。这次的规模，和以往的技术浪潮完全不在一个量级。我从没见过关于 Visual Basic
或可执行 UML 的论调能登上全国性报纸的头版，也从没见过整个经济体都把宝押在 4GL 上的情况。

还有一个关键区别：过去的那些技术，都能稳定可靠地发挥作用。用 VB 或 Microsoft Access，我们确
实能更快地开发出可用的软件。

但 LLM 却并非如此——对大多数团队来说，它不仅拖慢了开发速度，还降低了软件的可靠性和可维护

性。在多数情况下，这是一种双输的局面。（除非这些团队已经解决了开发过程中的真正瓶颈。）

但说到底，这些讨论都只是理论层面的推演。就算这项技术真能给更多团队带来积极影响，也绝不意味

着我们不再需要程序员了。

三、 编程的本质：从模糊思维到精准计算的转化

计算机编程的难点，从来不是用代码告诉机器该做什么。真正的难点，是把人类那些模糊不清、充满矛

盾和歧义的想法，转化为逻辑严谨、精准明确的计算思维，再用编程语言的语法规范地表达出来。

早在程序员用打孔卡片编程的时代，这就是最大的难题。

当人们输入 COBOL 代码时，这依然是核心挑战。

当开发者用 Visual Basic 设计图形界面时（大概是用来追踪凶手 IP 地址那种场景），难点也在这里。

而现在，就算用提示词让语言模型生成看似合理的 Python 代码，真正的难关也没有变。

编程的核心难点一直是：确切地知道自己要实现什么，而且在未来很多年里可能依然如此。

近 50 年前，Edgar Dijkstra 就曾指出：我们永远不可能用英语、法语或西班牙语编程。自然语言的进
化，从来没有达到足够精准、足够清晰的程度。语义的模糊性和语言的不确定性，永远会让"用自然语

言编程"的梦想落空。

虽然几乎任何人都能学会这种计算思维，但不是每个人都乐在其中，也不是每个人都能精通此道。市场

上，对这类既热爱又擅长编程的人才的需求，永远会供不应求。

尤其是最近几年，企业纷纷停止招聘和培养程序员，这种供需失衡只会更加严重。不过，这种行业的繁

荣与萧条周期，在我的职业生涯里早已司空见惯。这一次，只是恰好赶上了一轮技术炒作周期，让企业

有了一个现成的借口。

目前没有任何可靠证据表明，AI 正在大规模取代软件开发者。疫情期间的过度招聘、借贷成本上升，

还有数据中心建设热潮导致大量资金从人力成本中分流，这些才是程序员就业市场变化的真正原因。

而且，没有任何理由相信，AI 能在短期内进化到可以胜任人类程序员的核心工作——理解、推理和学

习。通用人工智能（AGI）看起来依然遥不可及，而编程中最困难的部分，恰恰需要真正的通用智能。

除此之外，AI 编程助手和过去的编译器、代码生成器有着本质区别。就算输入完全相同的提示词，也
几乎不可能生成完全一样的程序。而且，AI 生成的代码几乎必然存在问题，需要真正的程序员去识

别、去修复。

我写代码的时候，会在脑子里模拟整个程序的运行。我对程序的理解，不像 LLM 那样只停留在语法层

面。我不是靠匹配模式、预测文本片段来生成统计上合理的代码，而是真正理解自己写的每一行代码。

就连企业高管们也注意到了一个规律：每当公司大肆宣扬"我们的代码有多少是 AI 生成的"之后，往往
就会出现重大系统故障和事故。

现在很多人宣称"提示词就是新的源代码"，甚至说完整的系统可以通过原始模型输入重新生成，这种荒
谬的说法迟早会被现实戳穿。和现实争辩的结果只有一个：现实永远会赢，而且它甚至不知道自己在参

与一场争论。

四、 未来展望：程序员仍是软件开发的核心

所以，答案很明确：AI 不会终结程序员。

我甚至怀疑，一到三年后，当公司的会计们算出最终的成本和收益时，当前这场 AI 编程的狂热就会自

行消退。毕竟，算账的人永远是最后的赢家。

那些说这项技术会一直火下去的人，我想提醒他们：构建这些大型模型的成本有多高，它们正在承受的

亏损有多大。没错，你确实可以继续用那些从当今超大规模模型中提炼出来的小型本地模型。但随着时

间推移，你会发现，这些模型只能用它们训练时的编程语言和库版本，这种限制会越来越明显。

正因如此，我对超大规模 LLM 的长期前景持怀疑态度。它们就像是 AI 领域的阿波罗登月计划，最终很

可能会被证明得不偿失。说不定以后，我们只能在由数据中心改造的博物馆里，才能看到这些曾经

的"AI 奇迹"了。

软件开发可预见的未来，应该是 AI 以更朴素的形式发挥作用——比如基于基础语言模型构建的 Java
编程助手，用来生成原型代码，或者在生产代码中做一些自动补全之类的辅助工作。

但在关键的核心环节，方向盘前永远会坐着一名软件开发者。而且，如果杰文斯悖论依然成立，未来我

们这样的人只会更多。

雇主们，如果我是你们，我会现在就开始招聘程序员。等所有人都从这场狂热的幻梦中清醒过来，必然

会掀起一轮抢人大战，提前布局才能抢占先机。

如果你有兴趣提升团队的技术能力，无论是用不用 AI，都能大幅缩短交付周期、提高软件可靠性、降

低变更成本，那么不妨给我留言。这绝对是一个三赢的局面。

网友讨论

元旦那天，这篇文章在 HN 上引发热议，500 多条讨论。我摘选 3 条。

网友 solaire_oa：

HN 帖子里的大多数人，都在纠结大模型到底有多大用处，这争论实在太无聊了。

对我来说，更值得关注的是文章里提到的一个点：所有人都在一窝蜂地用大模型，却没意识到（或者刻

意淡化）它背后高昂的隐性成本。我们现在能用大模型，甚至免费使用，其实都是靠外部投资在补贴。

等哪天这笔钱烧完了，除非有重大技术突破，否则你要么就得承担它的真实成本，要么就得重新回到不

用大模型的工作模式。

我偶尔会用本地部署的大模型，每次输入提示词，我那台配置超强的电脑就吵得像喷气式飞机起飞一

样。这事儿时刻提醒我：千万别对AI产生依赖，把自己绑死在这上面。

网友 snickerer：



经过多年与智能体大模型（agent-LLMs）的打交道，我可以笃定地说：它们在真正的编程工作中完全
没用。

它们从来没能帮我解决过底层库相关的复杂问题，也找不出那些非显而易见的 bug，更无法理解层层嵌

套的抽象逻辑。

大模型总是一副胸有成竹的样子，仿佛什么都能搞定，结果却往往一败涂地。

每次遇到难题，我都得全神贯注、绞尽脑汁去解决，可大模型却永远停留在 “待机状态”，根本帮不上

忙。

不过，它在另一类任务上的表现却让我意外：我让它搭建一个带 SQL 数据库和后台脚本的网站，实现

“点击这里，展示筛选列表” 的功能。结果它做得行云流水、完美无缺。这种问题早已被无数人解决过，
逻辑非常简单，但确实帮我省下了一天写样板代码的时间。

我完全认同：没有任何迹象表明，大模型能从 “简单样板代码区” 跨越到 “理解复杂问题区”。

网友 mohsen1：

我真的真的希望这些都是真的。我想让自己还有价值。如果那些预言都成真，程序员不再被需要（或者

需求锐减），我真的不知道该怎么办。

但直觉告诉我，“这次不一样” 这句话，这次可能真的不一样了。

AI 编程工具设计软件比我厉害，代码评审比我专业，找出那些深藏不露的 bug 比我在行，规划长期项

目比我周全，甚至结合研究资料、行业文献和项目现状做决策，都比我更靠谱。现在的我，本质上只是

这些流程的协调者而已。

哦，别跟我提写代码的事。如果你先用 AI 完成了上面那些工作，自然就会得到极其清晰的编码任务说

明，而这类任务 AI 绝对能手到擒来。

我现在还能保住工作，但感觉自己一个人干的活，抵得上过去一整个需要 20 个工程师的团队。

站在我的角度看，这一切真的太可怕了。

（英文：news.ycombinator.com/item?id=46424233，本文经由 AI 大模型翻译+优化）
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1、 Rails之父：恨透 AI 编程助手，手“凿”代码才是程序员的乐趣

2、 Java 之父怒斥：AI 是场骗局，无法取代程序员

3、 Redis 之父：AI 远落后于人类程序员！网友：也就不怕被喷的大佬才敢说
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